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Abstract

Purpose – The conducted examination of programming affordances and constraints had the purpose of adding knowledge and value that facilitate the on-going national curricula revision; knowledge that also could be of general interest outside the Swedish K-12 context.

Design/methodology/approach – With a qualitative approach, the study was conducted as a document analysis where submitted lesson plans were the base for a directed content analysis.

Findings – This study presents findings on how the involvement of programming in mathematics and technology have potential to foster engagement and motivation among students. Findings also indicate that the implementation of programming can develop important general skills that go beyond the boundaries of mathematics and technology. Moreover, the identified constraints could be valuable to improve the on-going curriculum development for K-12 mathematics and technology.

Research limitations/implications – This qualitative study was conducted on a relatively small number of teachers where the majority has taken the courses on a voluntary basis. An important complement would be to conduct a larger quantitative study with data from a more general sample of K-12 teachers.

Practical implications – Results and discussions provide guidance for K-12 teachers and other stakeholders who want to introduce programming as a complementary tool in teaching and learning activities.

Social implications – The study has a contribution to the on-going implementation of the Swedish national curricula for K-12 mathematics and technology.

Originality/value – During the last years, many studies have been published on teacher training in programming, and how the training can be improved. This study goes beyond the actual teacher training and examine aspects teachers translate to theirs daily work after completing the training.
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1. Introduction

During recent years, programming has been integrated in kindergarten to grade 12 (K-12) education around the world (Tikva and Tambouris, 2021; Lindberg et al., 2019; Szabo et al., 2019). Reasons provided for integration are the development of important 21st century skills, and the need of science, technology, engineering and mathematics (STEM) professionals on future labour market (Tikva and Tambouris, 2021; Admiraal et al., 2019). However, several studies report challenges for integration (Tikva and Tambouris, 2021). The Royal Society (2017) report that computing education is “patchy and fragile” in the United Kingdom (UK), and that better support should be provided for teachers. Previous research reports that a
potential issue for integrating programming is the choices that must be made between
different programming tools, instruction methods and activities (Garneli et al., 2015).

Programming was, decided by the Swedish government, to be integrated in K-12
curriculum in 2017 (Heintz et al., 2017). The revised curriculum introduced programming and
related concepts, such as digital competence, algorithms and controlling physical artefacts, as
interdisciplinary concepts (Heintz et al., 2017). However, programming was also specifically
addressed for the subjects of mathematics and technology (Heintz et al., 2017). Previous
research on successful technology integration in education, has pointed out the importance of
good examples for use of the technology (Viberg et al., 2020; Lindberg et al., 2017). Through
this study, the authors intend to provide and discuss examples of how programming can be
used for K-12 mathematics and technology and in which aspects programming can support
teaching and learning.

The aim of the study was to examine programming affordances and constraints for K-12
mathematics and technology that can be identified in teachers’ lesson plans on programming.
The study was guided by the following research questions:

RQ1. What programming affordances for K-12 mathematics and technology can be
identified in the lesson plans?

RQ2. What constraints for programming in K-12 mathematics and technology can be
identified in the lesson plans?

2. Affordances

Affordances are what the environment, in a broad sense, provides when an animal utilises it
(Gibson, 2015; Bower and Sturman, 2015). For example, an affordance of a mailbox is to mail
letters (Bower and Sturman, 2015). The theory of affordances has its roots in ecological
psychology and the works of Gibson (Bower and Sturman, 2015; Stendal et al., 2016).

According to Gibson (2015), affordances contain information from both the animal and the
environment since they are based in the relationship between them. The theory of affordances
has, since Gibson, been applied in many fields, such as Human-Computer Interaction and
Information Systems (Stendal et al., 2016).

Important for the wider application of the theory of affordances is the work by Norman
(1999), who further developed the theory and introduced the concepts of perceived
affordances, constraints and conceptual models. An important distinction that Norman
introduces is that affordances are all possible actions that are provided by the environment,
while perceived affordances only entail those that are perceived as possible (Norman, 2013,
p. 19; Stendal et al., 2016). This distinction is important in the design of artefacts since what
can be controlled is the primary concern for the designer, that is, the affordances that are
perceived as possible (Norman, 1999).

According to Norman (2013, p. 125), constraints are what limits the affordances that are
perceived as possible. They can be considered the opposite of affordances (Tiberius, 2019)
and are typically based in either physical, logical, cultural or semantic constraints, or a
combination of these (Norman, 2013, pp. 125–130). For example, how many fingers that can
hold a handle is constrained by the physical size of the handle (Koutamanis, 2006) and the
only meaningful way to ride a motorcycle is facing forward protected by the windshield
(Norman, 2013, p. 129). Constraints can be used as clues for actions by a designer (Norman,
2013, pp. 129–131). However, many of them are not fixed and change with time and context

Although Norman (1999, 2013) has an emphasis on the designer perspective of
affordances, there are examples in research on information systems that show different
perspectives on how affordances can be used. In a literature review, Stendal et al. (2016)
identified two different perspectives on the use of affordances in the field of information
Affordances can be seen as embedded in the artefact and intended by the designer (Stendal et al., 2016). This resembles Norman’s (1999) description of perceived affordances as possible to control by a designer. Affordances can however also be seen as emerging, that is not pre-existing in the artefact, but experienced and perceived through actions and use (Stendal et al., 2016). This would rather be considered a user perspective on affordances and can, for example, by viewed in Leonardi’s (2013) study on shared affordances.

3. Related research
Programming in K-12 education has been actualised in recent years due to integration of programming in K-12 curriculum across the world (Tikva and Tambouris, 2021; Lindberg et al., 2019; Szabo et al., 2019). There are various ways of introducing programming in K-12 education one example is to introduce programming as its own subject while another example is to integrate programming in existing subjects (Nouri et al., 2020). Sweden is one of the countries that have chosen the latter approach and as of 2017 programming has been integrated in K-12 mathematics and technology (Heintz et al., 2017).

A central figure in programming for educational use is Seymour Papert, by some referred to as the father of educational computing (Stager, 2016). In the late 1960s, a programming language for children, Logo, was created by Papert and his colleagues, where programming is used to visualise and engage with mathematics in a playful way (Stager, 2016). Papert further coined the concept of computational thinking (CT), which was later developed and popularised by Jeannette Wing (Lodi and Martini, 2021). Several definitions and frameworks have been developed for CT, but a common notion is that CT is a way of thinking and solving problems with, or inspired by, computer science and programming (Lodi and Martini, 2021; Grover and Pea, 2018). In the Swedish K-12 context, programming is primarily understood as a process of problem-solving (Nouri et al., 2020). However, programming is often also related to CT as an umbrella term to incorporate a broader perspective, including for example creativity, democratic dimensions and simulation (Nouri et al., 2020).

In a literature review, Hickmott et al. (2018) report that many studies on CT and mathematics in K-12 context involve mathematics but mainly focus on programming skills, rather than mathematical concepts. A study by Bråting and Kilhamn (2022) conclude that the bridging of mathematics and programming is weak in elementary school textbooks for mathematics, and not enhancing the exploration of ideas and concepts in mathematics. Similar results can be found in a study by Elicer and Tamborg (2022) on didactical materials for connecting mathematics to technology comprehension. However, the study also shows examples of conceptual and operational integration (Elicer and Tamborg, 2022). Weintrop et al. (2016) suggest taxonomy of CT for mathematics and science, including four categories to address the challenge of what form CT should take in mathematics and science classroom: system thinking practices, computational problem-solving practices, modelling and simulation practices, and data practices.

In a study where programming and robotics were integrated in mathematics with 93 students in 6th grade, it is reported that students’ understanding of mathematics and computational concepts improved significantly (Sáez-López et al., 2019). Results from a study with two 7th grade classes showed increased performance in both mathematics and computer science when they were taught through coding, animation, dance, art and music with Scratch (Shamir et al., 2019). The study further shows that students’ interest in STEM and related careers increased (Shamir et al., 2019). Similar results can be found in a mixed-methods study with 132 elementary students, where programming had a positive effect on students’ perceptions of STEM, computer science and careers in the fields (Tran, 2018).

In a teaching model on programming abilities for K-12 (Sun et al., 2022), programming is addressed as cultivating students’ operational and cognitive abilities. The study by Sun et al. (2022) further report that block programming tools are commonly used, that problem-based
and project-based learning are common methods for teaching programming, and that blended and cooperative and game-based learning have become teaching trends for programming. Nouri et al. (2020) points out, in their interview study with grade 1–9 teachers, that both general and CT specific skills are developed when students engage with programming. The general skills relate to 21st century skills and digital competence and include language skills, cognitive skills, creative problem-solving, collaborative skills and attitudes (Nouri et al., 2020).

Ung et al. (2022) highlight that a challenge for introducing CT in schools could be a lack of understanding for CT among teachers. The study further explores how this challenge could be addressed with an E-learning system to train teachers’ CT skills (Ung et al., 2022). Kong et al. (2018) identify several potential challenges for introducing programming in K-12 education. The study indicates that students perceive programming as more meaningful and that it has greater impact and provide greater self-efficacy, both in creativity and programming, if the students already have interests for programming (Kong et al., 2018). Further, the study indicates that boys perceive programming as more interesting than girls do, and that higher grade students have lower self-efficacy in programming and perceive it as less meaningful (Kong et al., 2018).

Using programming in K-12 could also be challenging due to misconceptions induced by programming. Swidan et al. (2018) state in a study with 145 students (age 7–17) that the top three programming misconceptions among students relate to the sequences of statements, use of variables and user input. The study further suggests that misconceptions induced by programming environments, such as scratch, should be targeted and countered as early as possible with concept-rich and diverse teaching and learning material (Swidan et al., 2018). Results presented by Cui and Ng (2021), show that primary school students find it challenging to combine mathematics with learning CT. The study further discusses that a possible explanation for these challenges could be the differences between CT and mathematical thinking (Cui and Ng, 2021).

4. Method
The qualitative approach to research tends to focus more on words than on numbers (Bryman, 2016, p. 375) and strive to produce knowledge, descriptions and understandings of people’s interactions with their environments, other people, or objects (Polkinghorne, 2010). This study has been conducted with a qualitative approach to produce knowledge about teachers’ understandings of programming affordances and constraints for K-12 mathematics and technology, and the meanings attached to these understandings. Data collection, data analysis, ethical considerations and reflections on trustworthiness are described in separate sub-headings below.

4.1 Data collection
Document analysis can be used for reviewing, evaluating and selecting data for analysis and categorisation (Bowen, 2009; Labuschagne, 2003). Documents used for this study were lesson plans created by participants at three instances of a teacher training course on programming for K-12 mathematics and technology. Lesson plans were created as the final assignment in the course with the instruction to create lesson plans on programming that the teachers found suited for their teaching and learning activities. The assignment further contained instructions for including motivations and reflections in the lesson plans, as well as to draw on what they have learned during the course. Since the targeted group for the teacher training course was teachers in grade 7–12 mathematics and technology, the lesson plans reflect that age group of students.

The rationale for having this assignment as the last assignment in the teacher training course on programming was that it should provide the participants the opportunity to translate what they have learned during the course into practical teaching and learning
material. The instructions for the assignment were relatively open to provide the foundation for participants to combine what they have learned in the course with their own teaching experience. To maximise the take-aways from the course for each teacher, the assignment was submitted to the course’s online forum, giving all teacher participants access to all lesson plans created in the course instance. All lesson plans created in the course instances were included in this study, a total of 31 lesson plans. 9 of the lesson plans were created in the autumn semester of 2020, 9 in the spring semester of 2021 and 13 in the autumn semester of 2021. The gender distribution of the teachers, that created the lesson plans were 13 females and 18 males.

4.2 Data analysis
Directed content analysis with deductive-inductive approach was used to analyse the collected material to expand knowledge on teachers’ use of programming for K-12 mathematics and technology (Hsieh and Shannon, 2005; Srnka and Koeszegi, 2007; Drisko and Maschi, 2016). The analysis started with the use of predetermined categories, based in the theory of affordances, in line with the idea of deductive coding (Graneheim et al., 2017; Drisko and Maschi, 2016). However, the analysis also has elements of inductive coding, for example, in the clustering of super-categories (Graneheim et al., 2017; Drisko and Maschi, 2016; Juhola et al., 2007; Srnka and Koeszegi, 2007; Polley et al., 2007). To strengthen the trustworthiness of the study, a detailed description of the coding approach is provided below, inspired by Assarroudi et al. (2018) steps for directed content analysis.

In the first step, a categorisation matrix was created in a spreadsheet document, based on the theory of Affordances, with two categories: affordances and constraints. In the second step, definitions for the categories were derived from theory and related research, which can be found in section 2 Affordances. In the third step, coding rules for the categories were decided to be codes addressing programming affordances or constraints for K-12 mathematics and technology. The categorisation matrix was then tested in the fourth step with a small sample of the collected lesson plans. The preliminary results, with the sample lesson plans, were discussed among the authors, and the categorisation matrix was deemed appropriate for further analysis. In the fifth step, anchor examples for the categories were specified through adding related research to the theory of Affordances, providing a richer definition of affordances and constraints (Assarroudi et al., 2018; Mayring, 2000).

In the sixth step, the main data analysis was performed. Each lesson plan was thoroughly read, and extracts related to programming affordances or constraints for K-12 mathematics and technology were copied into either the category of affordances or constraints in the spreadsheet document. In the seventh step, inductive abstraction was used to move from preliminary codes to sub-categories. The codes were clustered in sub-categories in the spreadsheet document based on their similarities, meanings and differences. This step created a total of 24 sub-categories divided between the two categories affordances and constraints. To create more specified categories, the seventh step was repeated but this time with the sub-categories instead of the codes. Sub-categories were clustered into new categories (super-categories) based on their similarities, meanings and differences. This created five super-categories, replacing the previous categories of affordances and constraints, containing the same 24 sub-categories (Table 1). In the final eight step, extracts from the collected lesson plans were chosen to be used in the presentation of the results (5 Results and analysis) and to show the link between collected lesson plans, codes and categories (Assarroudi et al., 2018).

4.3 Trustworthiness
To ensure quality in the content analysis, the following criteria for trustworthiness have been applied: credibility, dependability, confirmability, authenticity and transferability
The study strives for trustworthiness regarding credibility and dependability by clearly describing the process of data collection and data analysis (Kyngäs et al., 2020; Graneheim and Lundman, 2004). To strengthen the study’s trustworthiness regarding confirmability and authenticity, quotes from the collected material are presented in the analysis to show connection between data and interpretation of data (Kyngäs et al., 2020). Transferability is to a large extent about the readers’ ability to determine the application of results to relevant fields and contexts (Kyngäs et al., 2020; Elo et al., 2014). The process described in previous criteria for trustworthiness, together with discussion of results, are steps taken to ensure transferability. Authors are course facilitators in the course instances where data have been collected and are experienced in research and teaching of the studied topic.

### 4.4 Ethical considerations

An important principle in qualitative research is that of informed consent (Shaw, 2003). Participants were informed about intent to use course material for research and that consent could be withdrawn at any point without repercussions. Information have been provided verbally in teaching and learning sessions and written in online course forums. To ensure confidentiality and privacy, another important principle in qualitative research (Pietilä et al., 2020; Shaw, 2003), no names or personal details about participants are shared in the research. Quotes from the lesson plans have been translated to English and to some extent rewritten, without changing the underlying meaning, to protect participants confidentiality and privacy, and for readability. Since authors were course facilitators, the principle of practitioner research (Shaw, 2003) is relevant. To ensure participants give consent freely, data have been collected from concluded courses where participants had a chance to retrieve final course grades.

<table>
<thead>
<tr>
<th>Super-categories</th>
<th>Sub-categories</th>
</tr>
</thead>
<tbody>
<tr>
<td>Programming to support subject content</td>
<td>Adaptation</td>
</tr>
<tr>
<td></td>
<td>Repetition</td>
</tr>
<tr>
<td></td>
<td>Re-use</td>
</tr>
<tr>
<td></td>
<td>Visualisation</td>
</tr>
<tr>
<td></td>
<td>Variety</td>
</tr>
<tr>
<td></td>
<td>Creativity</td>
</tr>
<tr>
<td></td>
<td>Power</td>
</tr>
<tr>
<td></td>
<td>Generalisation</td>
</tr>
<tr>
<td></td>
<td>Feedback</td>
</tr>
<tr>
<td>Programming to foster engagement and motivation</td>
<td>Mixing programming tools</td>
</tr>
<tr>
<td></td>
<td>Fun activities</td>
</tr>
<tr>
<td></td>
<td>Problem-based learning</td>
</tr>
<tr>
<td></td>
<td>Curiosity</td>
</tr>
<tr>
<td></td>
<td>Error handling</td>
</tr>
<tr>
<td></td>
<td>Deconstruction</td>
</tr>
<tr>
<td></td>
<td>Independence</td>
</tr>
<tr>
<td></td>
<td>Producer</td>
</tr>
<tr>
<td></td>
<td>Holistic views</td>
</tr>
<tr>
<td>Programming to develop general skills</td>
<td>Computers</td>
</tr>
<tr>
<td></td>
<td>Lack of time</td>
</tr>
<tr>
<td></td>
<td>Prior knowledge</td>
</tr>
<tr>
<td></td>
<td>Resistance</td>
</tr>
<tr>
<td></td>
<td>Focus</td>
</tr>
<tr>
<td></td>
<td>Patience</td>
</tr>
</tbody>
</table>

**Table 1.** Summary of super-categories and sub-categories from the directed content analysis

(Kyngäs et al., 2020; Elo et al., 2014).
5. Results and analysis
In this section, results and analysis from the study is presented in sub-headings. In the first sub-heading, identified affordances related to using programming for supporting teaching and learning of subject content in mathematics and technology are presented. In the second sub-heading, identified affordances related to using programming for fostering student engagement and motivation are presented. In the third sub-heading, identified affordances related to using programming for supporting development of general skills are presented. In the fourth sub-heading, identified constraints (organisation related and student related) for using programming in mathematics and technology are presented. Quotes and examples from the lesson plans presented in the sub-headings have been translated from Swedish to English and, to some extent, rewritten for readability. The underlying meaning of the quotes and examples has not been changed.

5.1 Programming for subject support
In the collected lesson plans, teachers use programming to support mathematics and technology through adaptation, repetition and re-use of subject content. Subject contents are adapted to different levels of difficulty with programming instructions to suite different student groups. For example, more advanced functionality of programs is included or excluded depending on prior knowledge of students. Lesson plans reflect that, teachers use programming to repeat subject content for better learning and for specific repetition in subject content. For example, first solving a problem manually and then with programming, and by repeating mathematical calculations with loops instead of manual repetition. Programming material in the lesson plans are further used and re-used by teachers in different subjects, but also as a foundation for interdisciplinary collaborations, for example between mathematics and technology.

Teachers use programming in the lesson plans to support mathematics and technology through visualisation, variety and creativity of subject content. Teachers use visual programming environments, such as scratch, in the lesson plans to support subject content, but also to lower the threshold of programming activities. Teachers use Python programming libraries, such as Turtle, in the lesson plans to visualise subject content, for example mathematics and geometry (Example 1). Lesson plans reflect that, teachers use programming for variety in their teaching and learning activities. With programming, students get the opportunity to work with similar content in a new context and to use their knowledge in a different way. Lesson plans further reflect that, teachers use programming to support creativity in subject content. One teacher expresses in a lesson plan: “I hope that this assignment also will give students the opportunity to be creative and find their own solutions”.

Lesson 9 – PythonTurtle

(1) Draw with Python! If you want to draw with Python you have to create your program with PythonTurtle. You can choose to use that at repl.it.

(2) Choose PythonTurtle for your new program and give the program a name. It will give you access to three windows: one for your code, one for the output and one for the turtle-drawing.

(3) When you start your program, write: “import turtle as t” for the program to know you intend to draw something. You do not have to write “turtle” every time you call on turtle, it will be enough with “t” [...]

(4) Write a program for drawing a circle with PythonTurtle. You can decide the radius.

Example 1. Lesson plan with Turtle library in Python to draw a circle.
Teachers support subject content of mathematics and technology in the lesson plans with the power, generalisation and feedback that programming can provide. Lesson plans indicate that, teachers use programming to support subject content that can be difficult to learn and teach without computer power. For example, problem-solving, statistics, prime numbers and number sequences are addressed with programming in lesson plans. Teachers also use programming and generalised programming solutions in the lesson plans to build on students’ previous knowledge and learnings. Lesson plans reflect that, teachers use programming to generalise students’ knowledge about problem-solving to other domains, by re-using and expanding algorithms that students develop to work with other subject content. Programming is also involved by teachers in the lesson plans to provide instant feedback on students’ work, as a complement to teacher support. As expressed by one teacher in a lesson plan: “because flawed code instantly is showed by the program not working, the students get instant feedback on their work without asking for support. Therefore, I believe that programming can be a good opportunity to exercise students’ autonomy”.

5.2 Programming for motivation
Collected lesson plans reflect that, teachers use programming to foster student engagement and motivation for mathematics and technology through mixing different programming tools and enjoyable activities with programming. In the lesson plans, teachers use multiple programming tools, and it is expressed that mixing programming tools is perceived to support students’ understanding and engagement: “I believe that the mixture of block programming and textual programming provides a greater understanding, and therefore also a greater engagement among the students”. Teacher reflections in the lesson plans indicate that students find programming to be a fun activity, and that programming has the potential of boosting engagement and motivation for mathematic and technology. In relation to one lesson plan (Example 2), a teacher expressed the following: “The assignment with Micro:bit in technology has engaged my students in a good way and many thought that it was a fun and interesting assignment”. It is further expressed in the lesson plans that, teachers find programming to be fun and that it can boost their own motivation for teaching: “I burn with eager to test this lesson plan […] I believe that it can be really fun”.

What should you do?

(1) You are going to program a micro:bit through the website below and test that your code works on a real micro:bit.

(2) You are going to program some of the examples that you can find on microbit.org

(3) The assignments are divided into different level of difficulty.

Assignment:

(1) Go to the website microbit.org, there you find information about micro:bit, but there is also a tab where you can write code. You can program with blocks, but you can also choose text. The text is written in the programming language Python.

Example 2. Lesson plan with Micro:bit.

Lesson plans reflect that, teachers use programming to foster student engagement and motivation for mathematic and technology through problem-based learning. In the lesson plans, teachers use programming to incorporate problem-based learning in their teaching and learning activities. Reflections in the lesson plans show that teachers perceive programming with problem-based learning to be an effective approach for making subject content real
life-oriented for students: “I believe that problem-based learning in many ways is an effective approach, because it is real life-based, and therefore it quickly makes the benefits visible for the students”. Lesson plans further reflect that, teachers use programming to stimulate students’ curiosity in learning and develop free thinking. In one lesson plan, a teacher express: “I want my students to think about what in their environment are programmed. With the help of images, I hope they will start to reflect freely and that this will awaken some curiosity among them”.

5.3 Programming for general skills
Collected lesson plans reflect that, teachers use programming to support students’ development of general skills, beyond mathematics and technology, through error handling and deconstruction. In the lesson plans, teachers reflect on and use programming for supporting students to reflect on their work, try their way forward, detect errors and correcting them. A teacher expresses in one lesson plan: “I want students to use pseudo code, detect errors in the code, improve their programs, understand programs, and how to code programs”. Lesson plans indicates that teachers use programming as a tool for supporting students to deconstruct problems and assignments (Example 3). It is further reflected in the lesson plans that, teachers consider it important that, students should learn to structure and break down problems in smaller parts, to be able to methodically solve them.

Lesson 2 – programming part 1.

My thought is that we start with a program where students can calculate the circumference of a triangle, based on the input of base and height.

Example of code:

```
#Calculate circumference of a triangle
base = input("Base of the triangle: ")
b = int(base)
height = input("Height of the triangle: ")
h = int(height)
y = 2 * b + 2 * h
print("The circumference of your triangle is: ", y)
```

Example 3. Lesson plan where the calculation of a triangle’s circumference is deconstructed with Python code.

Lesson plans reflect that, teachers use programming to support students’ development of general skills, beyond mathematics and technology, through being independent and applying a producer perspective. Lesson plans reflect that, teachers consider being independent to be an important trait for students and that this can be developed with, for example, error handling. In one lesson plan, a teacher express: “Also, I hope that I teach students to work independently. That they can try, discover errors, try again and thereby grow. I want this work to train students to dare to try themselves and by their own discover error that they can correct”. Related to this, it is expressed that programming can support students to create their own solutions and technology, and not be dependent on what is provided for them. In one lesson plan, a teacher expresses that programming can make students experience the “satisfaction of being a producer and not only a consumer”.

Programming affordances and constraints
General skills beyond mathematics and technology are also supported and developed by teachers in the lesson plans through holistic views with programming. That is, teachers use programming to connect subject content or the subject to something bigger for the students. For example, programming and functions are used to connect smaller parts of mathematics to something bigger and more whole at the end. In one lesson plan, a teacher expresses: “to put mathematical calculations in functions […] in a bigger program, developing more and more knowledge and at the end, everything is put together”. Programming is further used by teachers in the lesson plans to connect subject content of technology to the outside world, by showing what and how programming is used in society. As one teacher explains in a lesson plan: “I want to start with what programming is, how programmed technology works in society and why it is important to developed knowledge about and understand programming”.

5.4 Constraints for programming

Besides affordances, collected lesson plans reflect teachers’ constraints in using programming for mathematics and technology. These constraints have been clustered in organisation related constraints and student related constraints. Organisation related constraints in the lesson plans reflect teachers’ concern for programming related to school computers and lack of time. In one lesson plan, a teacher expresses: “Unfortunately, we had to end the programming much earlier than I had hoped because of software problems that Python caused for our computers. Not the program [Python] in itself, but the installation service that the municipality uses did not play along with the program [Python] and rendered our computers unusable”. Lesson plans also reflect teachers’ perceived lack of time as a constraint for programming in mathematics and technology. However, teacher reflections in the lesson plans suggest that this could mainly be a constraint for mathematics, and that the time issue for programming is not as critical in technology.

Student related constraints in the lesson plans reflect teachers’ concerns for programming in relation students’ prior knowledge, resistance, focus and patience. The lesson plans reflect that, teachers perceive a wide range of prior knowledge in programming among students to be a potential constraint for programming in mathematics and technology. One teacher expresses the following in relation to the lesson plan (Example 4): “A potential problem with this lesson plan is that a reasonable experienced programmer or a good problem-solver can solve this assignment in a couple of minutes. This can create problems for the group and the learning. It demands that there are additional activities for these students to do”. A potential constraint reflected in the lesson plans, related to students’ prior knowledge, is that students could be resilient towards programming activities. In one lesson plan, a teacher suggests that a potential solution could be “[…] short and easy programming assignments that are recuring and keeps focus on the mathematics”. Lesson plans further reflect that, teachers perceive students’ lack in focus and patience to be potential constraints for programming. However, lesson plans also reflect that, teachers perceive programming to have the potential of supporting students’ development of these traits.

Assignment 2 – Recursive number sequence

This assignment is appropriate for students that are familiar with the for-loop and should be conducted in small groups with tutoring from the teacher […]. The tricky part of this assignment is that students should use the previous number in the sequence for calculating the next. Further, students should use the print()-function in the for-loop to examine how the number sequence change.
A recursive number sequence is a number sequence that uses previous numbers to calculate the next. Sometimes a number sequence can be expressed both explicitly and recursively. For example, the number sequence \( a_n = 2^{n-1} \) can also be expressed \( a_1 = 1, a_2 = 2a_{n-1} + 1 \).

(1) Create a program that calculates the 10th element in the number sequence \( a_1 = 1, a_2 = 2a_{n-1} + 1 \).

(2) Express the recursive number sequence with an explicit formula.

Example 4. Lesson plan on recursive number sequences with Python

6. Discussion and conclusion

As pointed out in previous research, the existence of good examples is important when integrating new technology in education (Viberg et al., 2020; Lindberg et al., 2017). With Swedish and international integration of programming in K-12 education (Tikva and Tambouris, 2021; Lindberg et al., 2019; Szabo et al., 2019; Heintz et al., 2017), this study has sought to provide examples of how programming can be used for K-12 mathematics and technology, and how teachers reflect on this. Several affordances and constraints have been identified in the analysis of collected lesson plans from K-12 teachers that have participated in a teacher training course on programming. Identified affordances relate to mainly three aspects of teaching and learning: **programming to support subject content**, **programming to foster engagement and motivation**, and **programming to develop general skills**. Identified constraints concerns mainly two aspects of teaching and learning: **organisation related constraints for programming** and **student related constraints for programming**.

Contrary to many other studies on programming and mathematics in K-12, which mainly focus on programming skills (Hickmott et al., 2018), this study has focused on how subjects of mathematics and technology can be supported by programming activities. The study provides examples of how K-12 teachers implement programming in their subjects through lesson plans. Most of the identified affordances (Table 1) relate to how programming can support the subject content of mathematics and technology. Previous research has shown the positive effects programming can have on students’ performance and interests in STEM (Shamir et al., 2019; Tran, 2018), this study show that programming is perceived by the teachers to engage and motivate both students and teachers in mathematics and technology.

Like previous research (Sun et al., 2022; Nouri et al., 2020), this study has identified general skills that go beyond the subjects of mathematics and technology. These stress, for example, that students should be able to identify and correct errors, deconstruct problems, work independent, produce technology (and not only consume it) and view learning and school subjects holistically. However, as in previous research, this study has identified challenges or constraints for integrating programming in K-12 mathematics and technology. Constraints identified in this study, concerning students’ prior knowledge, resistance, focus and patience; can be related to studies by Swidan et al. (2018) and Cui and Ng (2021), where it is shown that challenges and misconceptions can arise when programming is combined with another subject. This should be especially true with students that already find mathematics and technology challenging, adding programming might be overwhelming.

What has not been addressed in this study but deserves more attention is the challenge pointed out by Kong et al. (2018). They highlight that, students who are boys, younger and already have an interest in programming, perceive programming as more meaningful and show more self-efficacy (Kong et al., 2018). Since programming and STEM have been identified as important skills for future labour market (Tikva and Tambouris, 2021; Admiraal et al., 2019), it should also be important that these skills are accessible for all students to
develop. These are challenges teachers face and should also be addressed and supported in future research. This could for example be done through similar E-learning systems suggested by Ung et al. (2022) for supporting and training teachers’ understanding of CT, to better introduce it in schools.

This study suggests that teachers that have participated in a teacher training course on programming perceive several programming affordances and constraints for K-12 mathematics and technology. Further, the study concludes that programming has the potential of supporting several aspects of teaching and learning in these subjects. Programming can support subject content, foster students’ engagement and motivation and support the development of important skills that go beyond the boundaries of the subjects. However, for this to be possible and the integration of programming to be successful, the constraints teachers highlight needs to be addressed. Further, more research needs to be conducted that provide good examples of how programming can be used and implemented in teachers’ everyday life. Several findings in this study can be related to previous research. However, with the use of the theory of affordances, this study has identified several hands-on and practical examples of what programming can provide for K-12 subjects’ mathematics and technology, and what challenges teachers perceive for this. These findings can have real practical implications for teachers and other stakeholders working with programming or planning to integrate programming in K-12 mathematics and technology, since the findings provide good examples from teachers for teachers.

7. Limitations and future research

This study was conducted on lesson plans from three instances of a teacher training course at one university. Similar courses are given at various universities, and a larger nation-wide quantitative survey would be a valuable complement to the results presented in this study. Furthermore, the vast majority of the K-12 teachers in this study have taken these courses on a voluntary basis. The conclusions on the study would probably have been different with data gather from teachers that do not want to take these courses. As mentioned earlier, previous research has identified that younger male students who already have an interest in programming perceive programming as more meaningful than other students. The next planned study is to investigate which factors that can appeal to younger female students in learning activities for programming. This planned study will be carried out during 2022 as a part of the Erasmus + project Gaming4Coding.

References


**Corresponding author**
Niklas Humble can be contacted at: niklas.humble@miun.se

---

For instructions on how to order reprints of this article, please visit our website: [www.emeraldgrouppublishing.com/licensing/reprints.htm](http://www.emeraldgrouppublishing.com/licensing/reprints.htm)
Or contact us for further details: permissions@emeraldinsight.com